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# Current Resources with Changes

1. /Core/Entities/AppUser
2. Program.cs
3. Controllers/UsersController.cs
4. Core/Resositories/IUsersRespository.cs
5. Core/UsersRepository.cs
6. Core/Dto/UserDto
7. Controllers/UsersController.cs

# New Resources Added

1. AutoMapper
2. /Core/Extensions/DateTimeExtensions
3. /Core/Entities/Photo
4. /Core/DB/UserSeedData.json
5. /Core/DB/Seed.cs
6. /Core/Dto/PhotoDto
7. /Core/Dto/AutoMapper

# AutoMapper

Open the new nuget gallery by CTRL+SHIFT+P and then finding and clicking NuGet Gallery

Install AutoMapper.Extensions.Microsoft.DependencyInjection v11.0.0 by Jimmy Bogard [AutoMapper extensions for ASP.NET Core]

Then create a new folder inside root and call it “DtoMappers”. This is where we will create the mappers to map entities to Dto.

# Extensions

## /Core/Extensions/DateTimeExtensions

using System;

namespace MSC.Api.Core.Extensions;

public static class DateTimeExtensions

{

    public static int CalculateAge(this DateTime dob)

    {

        //todays date

        var today = DateTime.Now;

        //calculate the age

        var age = today.Year - dob.Year;

        //go back to the year in which the person was in case of a leap year

        if(dob.Date > today.AddYears(-age))

            age--;

        return age;

    }

}

# Entities

## /Core/Entities/Photo

using System.ComponentModel.DataAnnotations.Schema;

namespace MSC.Api.Core.Entities;

//Database table will be called Photos

[Table("Photos")]

public class Photo

{

    public int Id { get; set; }

    public string Url { get; set; }

    public bool IsMain { get; set; }

    public string PublicId { get; set; }

    //fully defining the relationship between AppUser and Photos

    public AppUser AppUser { get; set; }

    public int AppUserId { get; set; }

}

## /Core/Entities/AppUser

This entity is already available so add the following properties to it

    public DateTime DateOfBirth { get; set; }

    public string DisplayName { get; set; }

    public string Gender { get; set; }

    public string Introduction { get; set; }

    public string LookingFor { get; set; }

    public string Interests { get; set; }

    public string City { get; set; }

    public string Country { get; set; }

    public ICollection<Photo> Photos { get; set; }

    public DateTime LastActive { get; set; } = DateTime.Now;

    public DateTime CreatedOn { get; set; } = DateTime.Now;

    public DateTime UpdatedOn { get; set; } = DateTime.Now;

Also add a function which will calculate the age using the extension method with DOB.

    public int GetAge()

    {

        return this.DateOfBirth.CalculateAge();

    }

# Entity Framework Update - Relationships

## AppUser / Photo Update - Relationship

One user can have multiple photos so this will be using One-To-Many relationship.

Photos will be only added when getting the user. We will not individually pull photos.

Since Photo and AppUser classes have the required changes, run migrations to update the table and create the relationship between the two tables.

* dotnet ef migrations add ExtendedUserEntity -o Core/DB/Migrations

Check the file and then either issue update or remove command

* dotnet ef database update
* dotnet ef migrations remove

Note:

Follow the “[0004 EntityFrameWork Setup Code First - DBContext - Sqlite.docx](0004%20EntityFrameWork%20Setup%20Code%20First%20-%20DBContext%20-%20Sqlite.docx)”, section “Migrations and Database Update”. In command prompt you must be in MSC.Api folder. This is where the project is.

### Viewing the Database

SQLite extension is already installed. Click CTRL+SHIFT+P to open sqlite explorer. Expand it under the Explorer to view

# Seeding Data

## Using Json File

### UserSeedData.json

Move the json file to /Core/DB folder from documents folder – “[0013 UserSeedDataRaw.json](0013%20UserSeedDataRaw.json)”

![Graphical user interface, application, chat or text message

Description automatically generated](data:image/png;base64,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)

### Seed Class

In /Core/DB create new class Seed.cs which will work with the above UserSeedData.json.

using System.Collections.Generic;

using System.IO;

using System.Linq;

using System.Text.Json;

using System.Threading.Tasks;

using Microsoft.EntityFrameworkCore;

using MSC.Api.Core.Dto;

using MSC.Api.Core.Entities;

using MSC.Api.Core.Extensions;

namespace MSC.Api.Core.DB;

public class Seed

{

    public static async Task SeedUsers(DataContext context)

    {

        //if we have users in the table then do not do any thing

        if(await context.Users.AnyAsync()) return;

        //File location

        var file = "Core/DB/UserSeedData.json";

        //check file exists

        var isFile = await Task.Run(() => File.Exists(file));

        if(!isFile) return;

        //read file

        var userData = await File.ReadAllTextAsync(file);

        //make sure that we have user data

        if(string.IsNullOrWhiteSpace(userData)) return;

        //get object from json

        var users = JsonSerializer.Deserialize<List<AppUser>>(userData);

        //check users

        if(users == null || !users.Any()) return;

        //all the users will get the same password so get it here outside the loop

        var hashKey = "password".ComputeHashHmacSha512();

        if(hashKey == null) return;

        //add password to the users, make username lower case and track users

        foreach(var user in users)

        {

            user.UserName = user.UserName.ToLowerInvariant();

            user.PasswordHash = hashKey.Hash;

            user.PasswordSalt = hashKey.Salt;

            //we are only adding tracking to the user, save changes will happen outside of the loop

            context.Users.Add(user);

        }

        //add to the database

        await context.SaveChangesAsync();

    }

}

### Program.cs

Add the following using

using System;

using Microsoft.EntityFrameworkCore;

using Microsoft.Extensions.Logging;

using MSC.Api.Core.DB;

And then after line

var app = builder.Build();

Place the following custom section

//CUSTOM: Seed Data Start

using var scope = app.Services.CreateScope();

var services = scope.ServiceProvider;

try

{

    //get the required service

    var context = services.GetRequiredService<DataContext>();

    //asynchronously applies an pending migrations for the context to the database. Will create the database if it doesn't exist already

    //just restarting the application will apply our migrations

    await context.Database.MigrateAsync();

    //now seed the users

    await Seed.SeedUsers(context);

}

catch(Exception ex)

{

    var logger = services.GetRequiredService<ILogger<Program>>();

    logger.LogError(ex, "An error occured during migration");

}

//CUSTOM: Seed Data End

### Drop the current database

Use the following command to drop the current database.

Important do not drop the migrations created so far.

* dotnet ef database drop

|  |
| --- |
| > dotnet ef database drop  Build started...  Build succeeded.  info: Microsoft.EntityFrameworkCore.Infrastructure[10403]  Entity Framework Core 6.0.6 initialized 'DataContext' using provider 'Microsoft.EntityFrameworkCore.Sqlite:6.0.6' with options: None  Are you sure you want to drop the database 'main' on server 'Core/DB/MySocialConnect.db'? (y/N)  y  info: Microsoft.EntityFrameworkCore.Infrastructure[10403]  Entity Framework Core 6.0.6 initialized 'DataContext' using provider 'Microsoft.EntityFrameworkCore.Sqlite:6.0.6' with options: None  Dropping database 'main' on server 'Core/DB/MySocialConnect.db'.  Successfully dropped database 'main'. |

### Run the App to test Seeding Data

Put the break point in Program.cs on the new code line

Debug and make sure that there is no error.

Go to SQLLite Explorer tab and refresh it

Check the users and the photos tables. Following is the json that got exported when viewing the tables

**Users**: Check the file – “[0013 SeedResult\_Users.json](0013%20SeedResult_Users.json)”

**Photos**: Check the file = “[0013 SeedResult\_Photos.json](0013%20SeedResult_Photos.json)”

Then run the app normal way, duplicate data will not go in

* dotnet watch run

# Controllers/UsersController

Remove the AllowAnonymous attribute from GetUsers method

Remove the Authorize attribute from GetUser

Apply the Authorize attribute to the controller since all methods need login

[Authorize]

public class UsersController : BaseApiController

# Testing With Postman

## Getting Token by Logging In

Method: POST

URL: <https://localhost:5000/api/account/login>

Body as Json:

{

    "username": "lisa",

    "password": "password"

}

Click SEND and look at the result

{

    "userName": "lisa",

    "token": "eyJhbGciOiJIUzUxMiIsInR5cCI6IkpXVCJ9.eyJuYW1laWQiOiJsaXNhIiwibmJmIjoxNjYyNzc3Nzg1LCJleHAiOjE2NjMzODI1ODUsImlhdCI6MTY2Mjc3Nzc4NX0.5-uppZJy4zKcQPmYLyuwdb3Bab8SaL-fzbpKjR3\_FTGc7HAl5dJVLElF6vSZPUzCJ89ao-58BMT9VYmQSnJpRw"

}

Copy the token

## Getting User(s)

Go to Authorization tab and select Bearer Token. Then paste the token in the text box.

![Graphical user interface, text, application, email
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### Getting All Users

Method: GET

URL: <https://localhost:5000/api/users>

Click send and you should be able to see all the users

### Getting User Lisa

Method: GET

URL: <https://localhost:5000/api/users/1>

Click send and you should be able to see all the users

# Dtos

## Core/Dto/PhotoDto

Add new dto for the photo entity

namespace MSC.Api.Core.Dto;

public class PhotoDto

{

    public int Id { get; set; }

    public string Url { get; set; }

    public bool IsMain { get; set; }

}

## Core/Dto/UserDto

Add additional fields to the UserDto

public class UserDto

{

    public int Id { get; set; }

    public string UserName { get; set; }

    public string PhotoUrl { get; set; } //custom where Photo isMain

    public int Age { get; set; }

    public string DisplayName { get; set; }

    public string Gender { get; set; }

    public string Introduction { get; set; }

    public string LookingFor { get; set; }

    public string Interests { get; set; }

    public string City { get; set; }

    public string Country { get; set; }

    public ICollection<PhotoDto> Photos { get; set; }

    public DateTime LastActive { get; set; }

    public DateTime CreatedOn { get; set; }

    public DateTime UpdatedOn { get; set; }

}

# AutoMapperProfiles

## /Core/Dto/AutoMapper/AutoMapperProfile.cs

using System.Collections.Generic;

using System.Linq;

using AutoMapper;

using MSC.Api.Core.Entities;

namespace MSC.Api.Core.Dto.AutoMapper;

public class AutoMapperProfiles : Profile

{

    public AutoMapperProfiles()

    {

        Map\_AppUser\_To\_UserDto();

        Map\_Photo\_To\_PhotoDto();

    }

#region Mappers

    private void Map\_AppUser\_To\_UserDto()

    {

        //same nme propertirs will be automatically mapped

        //Age will also get automatically mapped since source has GetAge, the keywor Age are the same

        //PhotoUrl we'll need to map manually. will pick the url where isMain is true. Do check for null.

        //  \*\*\*Hint: An expression tree lambda may not contain a null propagating operator.

        //  so use a function intead

        CreateMap<AppUser, UserDto>()

        .ForMember(dest => dest.PhotoUrl, opt => opt.MapFrom(src => PickMainUrl\_AppUser\_To\_UserDto(src.Photos)));

    }

    private void Map\_Photo\_To\_PhotoDto()

    {

        CreateMap<Photo, PhotoDto>();

    }

#endregion Mappers

#region Helper Functions

    private string PickMainUrl\_AppUser\_To\_UserDto(ICollection<Photo> photos)

    {

        if (photos == null || !photos.Any()) return string.Empty;

        var url = photos.FirstOrDefault(x => x.IsMain)?.Url ?? string.Empty;

        return url;

    }

#endregion Helper Functions

}

## Add to ServiceExtensions

### Method RegisterRepos

Add the auto mapper to it

services.AddAutoMapper(typeof(AutoMapperProfiles).Assembly);

# Repository / Business Logic Updates

## Users

### Core/Resositories/IUsersRespository.cs

Rename the following methods by right clicking and then selecting Rename Symbol. This will change the name wherever it is being used.

    Task<IEnumerable<AppUser>> GetUsersAsync();

    Task<AppUser> GetUserAsync(int id);

    Task<AppUser> GetUserAsync(string userName);

    Task<AppUser> RegisterAsync(AppUser user);

    Task<bool> UserExistsAsync(string userName);

Also, add following two new

   void Update(AppUser user);

    Task<bool> SaveAllAsync();

### Core/UsersRepository.cs

Rewrite the current methods and create the new.

using System;

using System.Collections.Generic;

using System.ComponentModel.DataAnnotations;

using System.Threading.Tasks;

using Microsoft.EntityFrameworkCore;

using MSC.Api.Core.DB;

using MSC.Api.Core.Entities;

namespace MSC.Api.Core.Repositories;

public class UsersRepository : IUsersRepository

{

    private readonly DataContext \_context;

    public UsersRepository(DataContext context)

    {

        \_context = context;

    }

    public async Task<IEnumerable<AppUser>> GetUsersAsync()

    {

        //var users = await \_context.Users.ToListAsync();

        //add photos as eager loading

        var users = await \_context.Users.Include(p => p.Photos).ToListAsync();

        return users;

    }

    public async Task<AppUser> GetUserAsync(int id)

    {

        //var user = await \_context.Users.FindAsync(id);

        //add photos as eager loading

        var user = await \_context.Users.Include(p => p.Photos).SingleOrDefaultAsync(x => x.Id == id);

        return user;

    }

    public async Task<AppUser> GetUserAsync(string userName)

    {

        //add photos as eager loading

        var user = await \_context.Users.Include(p => p.Photos).SingleOrDefaultAsync(x => x.UserName.ToLower() == userName.ToLower());

        return user;

    }

    public async Task<AppUser> RegisterAsync(AppUser user)

    {

        if (user == null)

            throw new ValidationException("Invalid user");

        \_context.Users.Add(user);

        var isSave = await SaveAllAsync();

        if(!isSave)

            throw new ValidationException("User not registerd");

        return user;

    }

    public async Task<bool> UserExistsAsync(string userName)

    {

        if (userName == null)

            throw new ValidationException("Invalid userName");

        var isUser = await \_context.Users.AnyAsync(x => x.UserName.ToLower() == userName.ToLower());

        return isUser;

    }

    //marking the entity only that it has been modified

    public void Update(AppUser user)

    {

        if (user == null)

            throw new ValidationException("Invalid user");

        //ef adds a flag to the entity that it has been modified

        \_context.Entry<AppUser>(user).State = EntityState.Modified;

    }

    public async Task<bool> SaveAllAsync()

    {

        //make sure that the changes have been saved

        var isSave = await \_context.SaveChangesAsync() > 0;

        return isSave;

    }

}

### Core/BusinessLogic/IUserBusninessLogic

Rename the following methods by right clicking and then selecting Rename Symbol. This will change the name ever where it is being used.

   Task<IEnumerable<UserDto>> GetUsersAsync();

    Task<UserDto> GetUserAsync(int id);

    Task<UserDto> GetUserAsync(string name);

    Task<UserTokenDto> RegisterAsync(UserRegisterDto registerUser);

    Task<UserTokenDto> LoginAsync(LoginDto login);

### Core/BusinessLogic/UserBusinessLogic

using System;

using System.Collections.Generic;

using System.ComponentModel.DataAnnotations;

using System.Linq;

using System.Threading.Tasks;

using AutoMapper;

using MSC.Api.Core.Dto;

using MSC.Api.Core.Entities;

using MSC.Api.Core.Extensions;

using MSC.Api.Core.Repositories;

using MSC.Api.Core.Services;

namespace MSC.Api.Core.BusinessLogic;

public class UsersBusinessLogic : IUsersBusinessLogic

{

    private readonly IUsersRepository \_usersRepo;

    private readonly ITokenService \_tokenService;

    private readonly IMapper \_mapper;

    public UsersBusinessLogic(IUsersRepository usersRepo, ITokenService tokenService, IMapper mapper)

    {

        \_tokenService = tokenService;

        \_usersRepo = usersRepo;

        \_mapper = mapper;

    }

    public async Task<IEnumerable<UserDto>> GetUsersAsync()

    {

        var users = await \_usersRepo.GetUsersAsync();

        if (users == null || !users.Any()) return null;

        //var userDto = users.Select(x => new UserDto { Id = x.Id, UserName = x.UserName }).ToList();

        var userDto = \_mapper.Map<IEnumerable<UserDto>>(users);

        return userDto;

    }

    public async Task<UserDto> GetUserAsync(int id)

    {

        var user = await \_usersRepo.GetUserAsync(id);

        if (user == null) return null;

        //var userDto = new UserDto { Id = user.Id, UserName = user.UserName };

        var userDto = \_mapper.Map<UserDto>(user);

        return userDto;

    }

    public async Task<UserDto> GetUserAsync(string name)

    {

        var user = await \_usersRepo.GetUserAsync(name);

        if (user == null) return null;

        //var userDto = new UserDto { Id = user.Id, UserName = user.UserName };

        var userDto = \_mapper.Map<UserDto>(user);

        return userDto;

    }

    public async Task<UserTokenDto> RegisterAsync(UserRegisterDto registerUser)

    {

        if (registerUser == null)

            throw new ValidationException("Invalid user");

        var user = await RegisterUser(registerUser);

        if (user == null || user.Id <= 0)

            throw new ValidationException("Unable to create registration");

        var userToken = new UserTokenDto

        {

            UserName = user.UserName,

            Token = \_tokenService.CreateToken(user)

        };

        return userToken;

    }

    public async Task<UserTokenDto> LoginAsync(LoginDto login)

    {

        if (login == null)

            throw new ValidationException("Login info missing");

        var user = await \_usersRepo.GetUserAsync(login.UserName);

        if (user == null || user.PasswordSalt == null || user.PasswordHash == null)

            throw new UnauthorizedAccessException("Either username or password is wrong");

        //password is hashed in db. Hash login password and check against the DB one

        var hashKeyLogin = login.Password.ComputeHashHmacSha512(user.PasswordSalt);

        if (hashKeyLogin == null)

            throw new UnauthorizedAccessException("Either username or password is wrong");

        //both are byte[]

        if (!hashKeyLogin.Hash.AreEqual(user.PasswordHash))

            throw new UnauthorizedAccessException("Either username or password is wrong");

        var userToken = new UserTokenDto

        {

            UserName = user.UserName,

            Token = \_tokenService.CreateToken(user)

        };

        return userToken;

    }

    private async Task<AppUser> RegisterUser(UserRegisterDto registerUser)

    {

        if (registerUser == null || string.IsNullOrWhiteSpace(registerUser.UserName) || string.IsNullOrWhiteSpace(registerUser.Password))

            throw new ValidationException("User info missing");

        //check user not already taken

        var isUser = await \_usersRepo.UserExistsAsync(registerUser.UserName);

        if (isUser)

            throw new ValidationException("Username already taken");

        //hash the password. it will give back hash and the salt

        var hashKey = registerUser.Password.ComputeHashHmacSha512();

        if (hashKey == null)

            throw new ValidationException("Unable to handle provided password");

        //convert to AppUser to register

        var user = new AppUser { UserName = registerUser.UserName, PasswordHash = hashKey.Hash, PasswordSalt = hashKey.Salt };

        user = await \_usersRepo.RegisterAsync(user);

        return user;

    }

}

# Controllers/UserController

Routes for the following changed

    [HttpGet("{id}/id")]

    public async Task<ActionResult<UserDto>> GetUser(int id)

    {

        var user = await \_usersBl.GetUserAsync(id);

        if(user == null)

        {

            return NotFound($"No user found by id {id}");

        }

        return Ok(user);

    }

    [HttpGet("{name}/name")]

    public async Task<ActionResult<UserDto>> GetUser(string name)

    {

        var user = await \_usersBl.GetUserAsync(name);

        if(user == null)

        {

            return NotFound($"No user found by name {name}");

        }

        return Ok(user);

    }

# Repository / Business Logic Updates with AutoMapper Queryable Extensions

Above is vary valid and works.

What we will do is to

* return the DTO from the Repository
* use automapper queryable extensions

## /Core/Entities/AppUser.cs

Open the AppUser entity and delete the GetAge function. With this the query is selecting all the fields. Will move the calculateAge to the AutoMapper profile.

using System;

using System.Collections.Generic;

namespace MSC.Api.Core.Entities;

public class AppUser

{

    public int Id { get; set; }

    public string UserName { get; set; }

    public byte[] PasswordHash { get; set; }

    public byte[] PasswordSalt { get; set; }

    public DateTime DateOfBirth { get; set; }

    public string DisplayName { get; set; }

    public string Gender { get; set; }

    public string Introduction { get; set; }

    public string LookingFor { get; set; }

    public string Interests { get; set; }

    public string City { get; set; }

    public string Country { get; set; }

    public ICollection<Photo> Photos { get; set; }

    public DateTime LastActive { get; set; } = DateTime.Now;

    public DateTime CreatedOn { get; set; } = DateTime.Now;

    public DateTime UpdatedOn { get; set; } = DateTime.Now;

}

## /Core/Dto/AutoMapper/AutoMapperProfile.cs

using System.Collections.Generic;

using System.Linq;

using AutoMapper;

using MSC.Api.Core.Entities;

using MSC.Api.Core.Extensions;

namespace MSC.Api.Core.Dto.AutoMapper;

public class AutoMapperProfiles : Profile

{

    public AutoMapperProfiles()

    {

        Map\_AppUser\_To\_UserDto();

        Map\_Photo\_To\_PhotoDto();

    }

#region Mappers

    private void Map\_AppUser\_To\_UserDto()

    {

        //same nme propertirs will be automatically mapped

        //Age will also get automatically mapped since source has GetAge, the keywor Age are the same

        //PhotoUrl we'll need to map manually. will pick the url where isMain is true. Do check for null.

        //  \*\*\*Hint: An expression tree lambda may not contain a null propagating operator.

        //  so use a function intead

        CreateMap<AppUser, UserDto>()

        .ForMember(dest => dest.PhotoUrl, opt => opt.MapFrom(src => PickMainUrl\_AppUser\_To\_UserDto(src.Photos)))

        .ForMember(dest => dest.Age, opt => opt.MapFrom(src => src.DateOfBirth.CalculateAge()));

    }

    private void Map\_Photo\_To\_PhotoDto()

    {

        CreateMap<Photo, PhotoDto>();

    }

#endregion Mappers

#region Helper Functions

    //converted to static method after conversion to using automapper queryable extensions

    private static string PickMainUrl\_AppUser\_To\_UserDto(ICollection<Photo> photos)

    {

        if (photos == null || !photos.Any()) return string.Empty;

        var url = photos.FirstOrDefault(x => x.IsMain)?.Url ?? string.Empty;

        return url;

    }

#endregion Helper Functions

}

## /Core/Dto/AutoMapper/AutoMapperProfiles.cs

Also map the age

using System.Collections.Generic;

using System.Linq;

using AutoMapper;

using MSC.Api.Core.Entities;

using MSC.Api.Core.Extensions;

namespace MSC.Api.Core.Dto.AutoMapper;

public class AutoMapperProfiles : Profile

{

    public AutoMapperProfiles()

    {

        Map\_AppUser\_To\_UserDto();

        Map\_Photo\_To\_PhotoDto();

    }

#region Mappers

    private void Map\_AppUser\_To\_UserDto()

    {

        //same nme propertirs will be automatically mapped

        //Age will also get automatically mapped since source has GetAge, the keywor Age are the same

        //PhotoUrl we'll need to map manually. will pick the url where isMain is true. Do check for null.

        //  \*\*\*Hint: An expression tree lambda may not contain a null propagating operator.

        //  so use a function intead

        CreateMap<AppUser, UserDto>()

        .ForMember(dest => dest.PhotoUrl, opt => opt.MapFrom(src => PickMainUrl\_AppUser\_To\_UserDto(src.Photos)))

        .ForMember(dest => dest.Age, opt => opt.MapFrom(src => src.DateOfBirth.CalculateAge()));

    }

    private void Map\_Photo\_To\_PhotoDto()

    {

        CreateMap<Photo, PhotoDto>();

    }

#endregion Mappers

#region Helper Functions

    private string PickMainUrl\_AppUser\_To\_UserDto(ICollection<Photo> photos)

    {

        if (photos == null || !photos.Any()) return string.Empty;

        var url = photos.FirstOrDefault(x => x.IsMain)?.Url ?? string.Empty;

        return url;

    }

#endregion Helper Functions

}

## Core/Repositories

### IUsersReporitory.cs

using System.Collections.Generic;

using System.Threading.Tasks;

using MSC.Api.Core.Dto;

using MSC.Api.Core.Entities;

namespace MSC.Api.Core.Repositories;

public interface IUsersRepository

{

    void Update(AppUser user);

    Task<bool> SaveAllAsync();

    Task<IEnumerable<UserDto>> GetUsersAsync();

    Task<UserDto> GetUserAsync(int id);

    Task<UserDto> GetUserAsync(string userName);

    Task<AppUser> GetAppUserAsync(string userName);

    Task<bool> RegisterAsync(AppUser user);

    Task<bool> UserExistsAsync(string userName);

}

### UserRepository.cs

using System.Collections.Generic;

using System.ComponentModel.DataAnnotations;

using System.Linq;

using System.Threading.Tasks;

using AutoMapper;

using AutoMapper.QueryableExtensions;

using Microsoft.EntityFrameworkCore;

using MSC.Api.Core.DB;

using MSC.Api.Core.Dto;

using MSC.Api.Core.Entities;

namespace MSC.Api.Core.Repositories;

public class UsersRepository : IUsersRepository

{

    private readonly DataContext \_context;

    private readonly IMapper \_mapper;

    public UsersRepository(DataContext context, IMapper mapper)

    {

        \_context = context;

        \_mapper = mapper;

    }

    public async Task<IEnumerable<UserDto>> GetUsersAsync()

    {

        //var users = await \_context.Users.ToListAsync();

        //add photos as eager loading

        //var users = await \_context.Users.Include(p => p.Photos).ToListAsync();

        //return users;

        //using automapper queryable extensions

        var users = await \_context.Users

                            .ProjectTo<UserDto>(\_mapper.ConfigurationProvider)

                            .AsSplitQuery()

                            .AsNoTracking()

                            .ToListAsync();

        return users;

    }

    public async Task<UserDto> GetUserAsync(int id)

    {

        //var user = await \_context.Users.FindAsync(id);

        //add photos as eager loading

        //var user = await \_context.Users.Include(p => p.Photos).SingleOrDefaultAsync(x => x.Id == id);

        //return user;

        //using automapper queryable extensions

        var user = await \_context.Users

                    .Where(x => x.Id == id)

                    .ProjectTo<UserDto>(\_mapper.ConfigurationProvider)

                    .AsSplitQuery()

                    .AsNoTracking()

                    .SingleOrDefaultAsync();

        return user;

    }

    public async Task<UserDto> GetUserAsync(string userName)

    {

        if (userName == null)

            throw new ValidationException("Invalid userName");

        //add photos as eager loading

        //var user = await \_context.Users.Include(p => p.Photos).SingleOrDefaultAsync(x => x.UserName.ToLower() == userName.ToLower());

        //return user;

        //using automapper queryable extensions

        var user = await \_context.Users

                    .Where(x => x.UserName.ToLower() == userName.ToLower())

                    .ProjectTo<UserDto>(\_mapper.ConfigurationProvider)

                    .AsSplitQuery()

                    .AsNoTracking()

                    .SingleOrDefaultAsync();

        return user;

    }

    public async Task<AppUser> GetAppUserAsync(string userName)

    {

        if (userName == null)

            throw new ValidationException("Invalid userName");

        var user = await \_context.Users.SingleOrDefaultAsync(x => x.UserName.ToLower() == userName.ToLower());

        return user;

    }

    public async Task<bool> RegisterAsync(AppUser appUser)

    {

        if (appUser == null)

            throw new ValidationException("Invalid user");

        \_context.Users.Add(appUser);

        var isSave = await SaveAllAsync();

        return isSave;

    }

    public async Task<bool> UserExistsAsync(string userName)

    {

        var user = await GetAppUserAsync(userName);

        return user != null;

    }

    //marking the entity only that it has been modified

    public void Update(AppUser user)

    {

        if (user == null)

            throw new ValidationException("Invalid user");

        //ef adds a flag to the entity that it has been modified

        \_context.Entry<AppUser>(user).State = EntityState.Modified;

    }

    public async Task<bool> SaveAllAsync()

    {

        //make sure that the changes have been saved

        var isSave = await \_context.SaveChangesAsync() > 0;

        return isSave;

    }

}

## Core/BusinessLogic

### IUsersBusinessLogic.cs

using System.Collections.Generic;

using System.Threading.Tasks;

using MSC.Api.Core.Dto;

using MSC.Api.Core.Entities;

namespace MSC.Api.Core.BusinessLogic;

public interface IUsersBusinessLogic

{

    Task<IEnumerable<UserDto>> GetUsersAsync();

    Task<UserDto> GetUserAsync(int id);

    Task<UserDto> GetUserAsync(string name);

    Task<UserTokenDto> RegisterAsync(UserRegisterDto registerUser);

    Task<UserTokenDto> LoginAsync(LoginDto login);

}

### UsersBusinessLogic.cs

using System;

using System.Collections.Generic;

using System.ComponentModel.DataAnnotations;

using System.Linq;

using System.Threading.Tasks;

using MSC.Api.Core.Dto;

using MSC.Api.Core.Entities;

using MSC.Api.Core.Extensions;

using MSC.Api.Core.Repositories;

using MSC.Api.Core.Services;

namespace MSC.Api.Core.BusinessLogic;

public class UsersBusinessLogic : IUsersBusinessLogic

{

    private readonly IUsersRepository \_usersRepo;

    private readonly ITokenService \_tokenService;

    public UsersBusinessLogic(IUsersRepository usersRepo, ITokenService tokenService)

    {

        \_tokenService = tokenService;

        \_usersRepo = usersRepo;

    }

    public async Task<IEnumerable<UserDto>> GetUsersAsync()

    {

        var users = await \_usersRepo.GetUsersAsync();

        if (users == null || !users.Any()) return null;

        //var userDto = users.Select(x => new UserDto { Id = x.Id, UserName = x.UserName }).ToList();

        //var userDto = \_mapper.Map<IEnumerable<UserDto>>(users);

        //return userDto;

        return users;

    }

    public async Task<UserDto> GetUserAsync(int id)

    {

        var user = await \_usersRepo.GetUserAsync(id);

        if (user == null) return null;

        //var userDto = new UserDto { Id = user.Id, UserName = user.UserName };

        //var userDto = \_mapper.Map<UserDto>(user);

        //return userDto;

        return user;

    }

    public async Task<UserDto> GetUserAsync(string name)

    {

        var user = await \_usersRepo.GetUserAsync(name);

        if (user == null) return null;

        //var userDto = new UserDto { Id = user.Id, UserName = user.UserName };

        //var userDto = \_mapper.Map<UserDto>(user);

        //return userDto;

        return user;

    }

    public async Task<UserTokenDto> RegisterAsync(UserRegisterDto registerUser)

    {

        if (registerUser == null)

            throw new ValidationException("Invalid user");

        var user = await RegisterUser(registerUser);

        if (user == null || user.Id <= 0)

            throw new ValidationException("Unable to create registration");

        var userToken = new UserTokenDto

        {

            UserName = user.UserName,

            Token = \_tokenService.CreateToken(user)

        };

        return userToken;

    }

    public async Task<UserTokenDto> LoginAsync(LoginDto login)

    {

        if (login == null)

            throw new ValidationException("Login info missing");

        var user = await \_usersRepo.GetAppUserAsync(login.UserName);

        if (user == null || user.PasswordSalt == null || user.PasswordHash == null)

            throw new UnauthorizedAccessException("Either username or password is wrong");

        //password is hashed in db. Hash login password and check against the DB one

        var hashKeyLogin = login.Password.ComputeHashHmacSha512(user.PasswordSalt);

        if (hashKeyLogin == null)

            throw new UnauthorizedAccessException("Either username or password is wrong");

        //both are byte[]

        if (!hashKeyLogin.Hash.AreEqual(user.PasswordHash))

            throw new UnauthorizedAccessException("Either username or password is wrong");

        var userToken = new UserTokenDto

        {

            UserName = user.UserName,

            Token = \_tokenService.CreateToken(user)

        };

        return userToken;

    }

    private async Task<AppUser> RegisterUser(UserRegisterDto registerUser)

    {

        if (registerUser == null || string.IsNullOrWhiteSpace(registerUser.UserName) || string.IsNullOrWhiteSpace(registerUser.Password))

            throw new ValidationException("User info missing");

        //check user not already taken

        var isUser = await \_usersRepo.UserExistsAsync(registerUser.UserName);

        if (isUser)

            throw new ValidationException("Username already taken");

        //hash the password. it will give back hash and the salt

        var hashKey = registerUser.Password.ComputeHashHmacSha512();

        if (hashKey == null)

            throw new ValidationException("Unable to handle provided password");

        //convert to AppUser to register

        var user = new AppUser { UserName = registerUser.UserName, PasswordHash = hashKey.Hash, PasswordSalt = hashKey.Salt };

        var isRegister = await \_usersRepo.RegisterAsync(user);

        if(!isRegister)

            throw new ValidationException("User not registerd");

        var returnUser = await \_usersRepo.GetAppUserAsync(user.UserName);

        if(returnUser == null)

            throw new ValidationException("Something went wrong. No user found!");

        return returnUser;

    }

}